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Aims: This study aims to propose a methodology for comparing design patterns to alternative designs with an analytical method. Additionally, the study illustrates the methodology by comparing three design patterns with two alternative solutions, with respect to several quality attributes.

Method: The paper introduces a theoretical/analytical methodology to compare sets of "canonical" solutions to design problems. The study is theoretical in the sense that the solutions are disconnected from real systems, even though they stem from concrete problems. The study is analytical in the sense that the solutions are compared based on their possible numbers of classes and on equations representing the values of the various structural quality attributes in function of these numbers of classes. The exploratory designs have been produced by studying the literature, by investigating open-source projects and by using design patterns. In addition to that, we have created a tool that helps practitioners in choosing the optimal design solution, according to their special needs.

Results: The results of our research suggest that the decision of applying a design pattern is usually a trade-off, because patterns are not universally good or bad. Patterns typically improve certain aspects of software quality, while they might weaken some other.

Conclusions: Concluding the proposed methodology is applicable for comparing patterns and alternative designs, and highlights existing threshold that when surpassed the design pattern is getting more or less beneficial than the alternative design. More specifically, the identification of such thresholds can become very useful for decision making during system design and refactoring.
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system comparison is not performed on specific system instances, but on design motifs that can describe every possible instance of a system during its extension. The methodology is generic so that it can be applied for comparing design alternatives that describe equivalent functionality and have specified axes of change. The proposed method attempts to formulate several quality attributes as functions of functionality addition on multiple, equivalent solutions to a design problem. Then the functions are compared so as to identify cut-off points during system maintenance when one solution gets better or worse than the other. In this study we illustrate the applicability of the methodology by employing it for comparing GoF design patterns to equivalent adhoc solutions. In the next section, we present background information on design patterns. In Section 3, the methodology is presented and in Section 4, three exploratory cases are demonstrated. A discussion on the methodology is presented in Section 5. Conclusions, threats to validity and future work are presented by the end of the paper.

2. Related work

In this section of the paper, previous scientific research related to design patterns is presented. More specifically, the section is organized into paragraphs concerning indications on pattern identification according to metric scores, qualitative evaluation of pattern employment, quantitative evaluation of pattern employment, discussion on pattern application and class change proneness, results of controlled experiments on the comparison of design pattern application versus simpler solutions with respect to code maintainability, research on pattern formalization, systematic pattern selection and finally the use of metrics for measuring design structures.

2.1. Metrics as indicators of pattern existence

Firstly, in several papers [5, 32, 33, 53] it is implied that object-oriented software metrics can provide indications on the necessity or emergence of specific design patterns. In [5], the authors compute several metrics (number of public, private and protected attributes, number of public, private and protected operations, number of associations, aggregations and inheritance, total number of attributes, methods and relations) so as to get indications on the existence of five structural patterns (Adapter, Proxy, Composite, Bridge and Decorator). Empirical results on the methodology show that software metrics are essential in order to reduce the problem search space and therefore enhance the proposed design pattern detection algorithm. In [53], the authors attempt to introduce some metrics for conditional statements and inheritance trees so as to provide indications for the necessity of applying design patterns, in a low quality design, through refactoring. The proposed methodology, apart from identifying the need for a pattern in a specific set of classes, provides suggestions concerning the pattern that should be applied for solving the problem. Guheuneuc et al. [32], propose a methodology on identifying design motif roles through the use of object-oriented metrics. The suggested fingerprints are ranges of metric scores that imply the existence of design motif role. The authors have chosen to use size, cohesion and coupling metrics, while the patterns under consideration are Abstract Factory, Adapter, Builder, Command, Composite, Decorator, Factory Method, Iterator, Observer, Prototype, Singleton, State, Strategy, Template Method and Visitor. In [33] the authors improve their identification process by combining a structural and a numerical approach. This fact leads to the identification of both complete and incomplete pattern instances, and the reduction of false positive results.

2.2. Qualitative evaluation of design patterns

Additionally, several studies attempted to qualitatively evaluate the effects of object-oriented design patterns on software quality. According to McNatt and Bieman [55], the authors claim that patterns should be considered as structural units and therefore issues such as cohesion and coupling between the patterns should be examined. More specifically, the couplings between patterns are characterized as “loose” and as “tight” and their benefits and costs with respect to maintainability, factorability and reusability are being examined. Although the paper introduces several coupling types, namely intersection, composite and embedded, the way that they are demarcated is not clear. Specifically, there is a default coupling category, i.e. intersection, and any type of coupling that does not fit any other group is classified in the default category. In [75], the author presents an industrial case study, where inappropriate pattern application has led to severe maintainability problems. The reasons of inappropriately using design patterns have been classified into two categories, i.e. (1) software developers have not understood the rationale behind the patterns that they have employed and (2) the patterns that have been employed have not met project requirements. Additionally, the paper highlights the need for documenting pattern usage and the fact that pattern removal is extremely costly. In [42], the authors investigate the correlation among the quality of the class and whether the class play any roles in a design pattern instance. The results suggest that there are several differences in quality characteristics of classes that participate in patterns.

2.3. Quantitative evaluation of design patterns

Furthermore, regarding quantitative evaluation of design pattern application, in [39], the author attempts to demonstrate the effect of three design patterns (Mediator, Bridge and Visitor) on metric scores of three different categories (coupling, inheritance and size). According to the paper, there are several metric thresholds that, when surpassed, the pattern application is beneficial. The study’s methodology is solid since it is based on pattern definitions and mathematical equations, but it deals with only one metric per pattern. Additionally, in [38], the authors have investigated the effect of the patterns on one quality attribute, i.e. the most obvious quality attribute that the pattern has effect on. The selection of the quality attribute has been based on the pattern’s non functional requirements, whereas the selection of the metric has been based on [8]. The drawback of this research is that it does not take into account possible trade-offs that pattern usage induces. For example, when a pattern is employed, the coupling of the system may decrease, but as a side effect the size may increase. If a quality attribute is related to size and coupling, drawing a conclusion that this attribute is enhanced because of the decrease in coupling is not safe.

In [4], the authors attempt to investigate the effect of design pattern application in game development through a case study. The results of the case study are both qualitative and quantitative, but the domain of the research is limited to games and therefore results cannot be generalized. The patterns under study are Bridge and Strategy, whereas the considered metric categories are size, complexity, coupling and cohesion. The results of the case study suggest that pattern application enhance cohesion, coupling and complexity metrics, but as a side effect the size metrics increase. In [41], Khomh et al. performed a survey with professional software engineers. The results of the empirical study suggest that design patterns do not always impact software quality positively. More specifically, the negatively influenced quality issues are suggested to be simplicity, learnability and understandability. However, as it is referenced in the paper, marginal results (e.g.
understandability, reusability) should be reconsidered or cautiously adopted, because neutral opinions are considered as negative.

2.4. Design patterns and change proneness

Moreover, an interesting domain concerning design patterns and internal software quality is a possible correlation between pattern employment and class change proneness [11,12,23]. In [11], the authors conducted an industrial case study that aimed at investigating correlation among code changes, reusability, design patterns, and class size. The results of the study suggest that the number of changes is highly correlated to class size and that classes that play roles in design patterns or that are reused through inheritance are more change prone than others. This study is well-structured and validated, although the results refer only to a specific maintainability issue, namely change proneness. Other maintainability aspects such as change effort and design quality are not considered. In addition to that, in [12] the authors replicate the case study described above into three professional and two open-source projects. The results of the second study do not fully agree with those of the prior case study. The relationships between class size, design patterns participation and change proneness are still valid, but appear weaker. In [23] the authors have attempted to investigate correlations among class change proneness, the role that a class holds in a pattern and the kind of change that occurs. The design patterns under study are Abstract Factory, Adapter, Command, Composite, Decorator, Factory Method, Observer, Prototype, Singleton, State/Strategy, and Template. The empirical study that has been employed was conducted in three open source projects. The results of the paper comply with common sense for the majority of design patterns. However, there are cases where the obtained results differ from the expected ones.

2.5. Controlled experiments on design patterns and maintainability

Additionally, in [59,69], controlled experiments concerning the maintainability of systems with and without design patterns, have been conducted. In [59] the patterns considered have been Abstract Factory, Observer, Decorator, Composite and Visitor, while the subjects of the experiment have been professional software engineers. The results of the experiment suggest that it is usually useful to apply a design pattern rather than the simpler solution. The dilemma of employing a design pattern or a simple solution is best answered by the software engineer’s common sense. The experiment in [69] is a replication of the aforementioned experiment and therefore uses the same patterns and similar subject groups. In addition to the former experiment, the authors increased experimental realism in the sense that subjects have used a real programming environment instead of pen and paper. The results suggest that design patterns are not universally beneficial or harmful with respect to maintenance, since each design pattern has its own nature. In the discussion of the paper conclusions concerning each design pattern are solidly presented.

2.6. Design pattern formalization

The articles that deal with pattern formalizations can be further divided in smaller categories according to their research topic. However, they all share the common aim of investigating, identifying and specifying innovative approaches that deal with ways of modeling and formalizing design patterns. In [25,30,43,76] the authors deal with the visualization of architectural and design patterns with UML artifacts. These studies aid in providing an easy way to use design patterns with several practical benefits concerning tools that help practitioners in applying design patterns. In [16] the authors present a repository including formal specifications of the problems that each pattern solves. Additionally, the study suggests that patterns should be described as reusable artifacts that include the problem to be solved and a set of transformations that guide the designer through the application of the proposed solution.

Furthermore, several papers deal with presenting innovative approaches of pattern representations and specifications. In [9,10,65] the authors use first order predicate logic in order to specify the behavioral and structural characteristics of design patterns. In [1] a component based specification of design patterns is suggested, guided by the architectural design artifacts that are involved in patterns. Moreover, in [24] the authors propose new symbols on class and collaboration diagrams that help in pattern representation. In [7,14] the authors provide tools that are based on constraints and logical graphs in order to formalize design patterns.

Additionally, [27,51,64] introduce meta-programming languages for describing the way a pattern is applied. In three articles [28,52,79] the authors deal with enhancing the descriptions of design patterns. More specifically, they propose transformations for pattern application and they provide documentation on pattern usage. In [49,58,73] constructional attributes of patterns, a comparison of pattern visualization methods and general information on pattern comprehension are presented. Finally, in [57] the authors demonstrate a language for formally describing the Visitor pattern in order to capture its essence in a reusable library.

2.7. Systematic design pattern selection

In [13] the author presents a literature review on pattern search and pattern selection strategies. The problem of searching patterns is defined as the effort of getting information about existing patterns; whereas pattern selection is described as the problem of deciding which pattern to choose among all available solutions. Additionally, it is suggested that there are five approaches for searching and selecting patterns, namely (a) pattern repositories and pattern catalogs, (b) recommendation systems, (c) formal languages, (d) search engines and (e) other approaches.

In [26,61,70,72] the authors create online pattern repositories in order to increase the availability of patterns. In such repositories patterns can be retrieved through searching criteria and by manual browsing among various patterns. Furthermore, in [34,35] several recommendation systems are suggested in order to suggest the appropriate pattern, according to the problem that the developer wants to solve. In addition, several papers describe approaches that use formal languages in order to represent design patterns and select patterns according to such a representation [3,71,77]. Selecting patterns through search engines corresponds to searches through keywords in engines that crawl and index pattern descriptions. Finally, there are several other approaches that cannot be classified in any of the above categories such as [45,80].

2.8. Metrics as measurements of design structures

In literature there are many studies that are using metrics in order to measure the quality of systems and data structures. Some of these studies evaluate complete systems [8,17,19,21,22,46,62] and others evaluate design structures other than design patterns [6,40,67]. More specifically, in [6], the authors identify four coding bad-smells, apply an automated transformation to fix the problem and evaluate the applied refactoring. In [67], the authors investigate the possible gains of applying the “move method” refactoring and

\[^1\] Code that is expected to have low quality levels.
evaluate the benefits by coupling and cohesion metrics. Similarly, in [40] the authors perform an experiment in order to evaluate several refactORIZings with coupling, cohesion, complexity and size metrics.

3. Methodology

This paper is inspired by the work of Hsueh et al. [38] and Huston [39]. Our methodology can be used to compare design patterns and alternative design solutions of equivalent functionality, during system extension. The method of our paper can be summarized in the following steps:

Prerequisite: Suppose a design problem that can be treated with a pattern.

1. Catalog alternative design solutions from literature, open-source solutions and personal experiences.
2. Identify the major axes of change for the system.
3. Extend the design in all axes. For example if two axes of change are available, extend in the first axis by adding (n) functionalities, and the second axis by (m) additional functionalities.
4. Select a quality model that fit the designer’s needs, or simply a set of metrics. Any development team is free to select whether they want to evaluate their solutions w.r.t an existing quality model, w.r.t a customized model, or w.r.t just a set of metrics that are not aggregated or composed.
5. Construct equations for quality model components or quality metrics that are functions of functionality extension based on the axes of change identified in step 3.
6. Compare the functions provided by step 5, in pairs and identify which alternative is preferable w.r.t. every quality attribute described in 4, and under which constraints.

The main points of contribution w.r.t. the research state of the art on pattern evaluation are:

1. An analytical method is applied rather than an empirical one. The main benefit is that we do not need multiple case studies on each pattern, because the quality of every pattern instance can be calculated from the proposed mathematical equations.
2. The proposed methodology is capable of assessing different structural quality aspects and handle possible trade-offs between quality attributes.
3. The effect of design pattern application in a wider variety of attributes is investigated instead of a single quality attribute.
4. Certain cut-off points are identified (when possible), that when surpassed, the pattern or the alternative design becomes more beneficial.
5. The results of (3) and (4), can be employed in terms of goal oriented software project management, i.e. the designer can choose between pattern and alternative solutions w.r.t. system requirements and according to designer’s preference for specific quality attributes.
6. It compares pattern solutions to design solutions identified in open-source software and not only to designs that are derived from literature review.

The proposed methodology is based on a relatively complex mathematical background and therefore it might be difficult to be applied by the average designer. For this reason we created a tool that implements all necessary steps and simulates the methodology for every possible pattern instance. The tool is presented in Section 5.

An alternative suggestion would be to work on pattern instances rather than on model level. Such an approach is much easier for developers, but it has several drawbacks compared to an analytical methodology. For example, if someone works with pattern instances he will assess the quality of a specific instance and will make a decision on the design he/she will use. However, it is possible that new requirements will arrive and the system will be extended. The new requirements will demand a greater number of classes and a completely different set of metrics will be calculated. At that point another design alternative might produce better results, compared to the original design. In this case, the corresponding part of the system will have to be refactored to the optimum design solution. In the case of an analytical methodology, that works on the model level the designs under consideration can be compared for unlimited number of pattern instances and design decisions can be drawn by taking into account future adoptions at an early designing stage.

4. Methodology illustration

As illustrative examples of using the proposed method, we investigate six research questions, evaluating design patterns w.r.t. various quality aspects. The research questions are listed below:

[RQ1] Which is the effect of employing an instance of the bridge pattern on the maintainability of a system?
[RQ2] Which is the effect of employing an instance of the abstract factory pattern on the maintainability of a system?
[RQ3] Which is the effect of employing an instance of the bridge pattern on the code quality of a system?
[RQ4] Which is the effect of employing an instance of the visitor pattern on design quality of a system?
[RQ5] Which is the effect of employing an instance of the bridge pattern on design quality of a system?
[RQ6] Which is the effect of employing an instance of the abstract factory pattern on design quality of a system?

The patterns are going to be presented in their general form, i.e. roles instead of class names, in order to show that the method can be applied on any instance of the specified design pattern. Similarly, the classes and functions of the adhoc solutions will be named according to the corresponding methods and classes in the pattern solution. The fact that all three examples are related to GoF design patterns, should not be interpreted as loss of generality, i.e. the method is applicable on any other form of patterns, e.g. architectural patterns [29].

The patterns that are going to be investigated in this study have been selected in order to cover all pattern categories described in [31]. The patterns are presented in their standard form. In the literature, several pattern variations have been suggested. However, such designs have not been considered in our research, because the count of alternative solutions, which can implement the functionality of the pattern, is high and the investigation of every possible combination is impractical. Thus, we preferred to extract an equivalent design solution from an open-source project, rather than an additional literature solution, in order to increase the realism of our approach. At this point it is necessary to clarify that the provided analysis is based on the current alternatives designs and the results do not aim at comparing patterns, literature solutions and open-source solutions, but only at comparing the corresponding design.

Additionally, the extension of the systems has been made according to [56]. In [56], the authors suggest that design patterns can be maintained in three possible manners: (a) adding a class as
a concrete participant, (b) modifying the existing interface participants and (c) introducing a new client. In that study it is suggested that (a) is the most common type of maintenance. Thus, in our extension scenario we preferred to maintain our systems by adding concrete participant classes. Selecting the axes of change from the design pattern perspective provides a uniform axe of change selection strategy. If we had decided to select the axes of change from the open source solution or from the literature solution, it would not be possible to use rules for selecting the axes of change.

In applying our approach, in the case of existing system classes that are reused or included in the pattern instance, we assume that their effect on quality will be uniform across all design solutions. This assumption is considered a threat to validity and is discussed in Section 6. In addition to that, we have chosen to present separate examples for every pattern, and not a system that includes more patterns, because of the undefined effects of pattern coupling [55]. The method of comparison is the solution of inequalities that arise from subtracting the mathematical formula calculating one metric score for one solution, from the corresponding formula for another solution and compare it to zero. In order to solve the aforementioned inequalities, we have used Wolfram Mathematica© that uses the Reduce algorithm [74] to solve inequalities.

At this point it is necessary to clarify that the selected quality models or the selected set of metrics are indicative. Thus, a software team that applies the method can select any metric suite that they believe better fits their needs. The fact that in each research question a different set of metrics will be used is based on the fact there is no uniform set of metrics that deals with maintainability (RQ3, RQ4), structural quality (RQ2) and design quality (RQ5, RQ6). In the next sections, we will thoroughly present our method for the first research question. The results of applying our method in order to explore the rest of research questions are presented in a corresponding technical report,2 in order to improve the readability of the paper.

4.1. Bridge design pattern

In this section we investigate the maintainability of systems that use the Bridge design pattern. Bridge is a structural pattern that it is used “when the designer wants to decouple an abstraction from its implementation so that the two can vary independently” [31]. Section 4.2 presents the structure of any Bridge pattern instance and two alternative designs. Section 4.3 discusses the metric suite that is used for assessing the structural quality of each design and Section 4.4 presents the results of applying our method for comparing the maintainability of the bridge pattern to the maintainability of the adhoc designs.

4.2. Design solutions

The literature alternative to the bridge pattern is retrieved from [39,66], where the authors used it for similar reasons. The use of a deeper inheritance tree has been preferred so as to eliminate the “ cascaded if statement ” that appear in the former design (see Fig. 1). The open source solution design employs a cascaded if statement for representing the dynamic behavior of the system. This solution uses the minimum possible number of classes and is considered to be the simplest design that an analyst could use. The class diagram of the design is depicted in Fig. 2. The bridge design pattern, as described in [31], prefers object composition over class inheritance, so the depth of inheritance tree decreases and the design conforms to the open-closed design principle [50]. The class diagram for the bridge pattern solution is presented in Fig. 3.

According to [56] the major axes of change in the pattern solution are: adding refined abstractions, adding concrete implementers, adding clients and adding methods and attributes to any class of the pattern. Since the most frequent change in a design pattern is the addition of subclasses [56], we have chosen to extend the system in the first two axes, i.e. add new refined abstractions and add new concrete implementers. More specifically, we suppose that the system under consideration has (n) refined abstractions and (m) concrete implementers. In the open source solution, the system has (n) refined abstractions and each doOperation method has (m) cascaded if statements. In the literature solution, similarly to the pattern solution the system has (n) refined abstractions and (m) concrete implementers. The third level of the hierarchy has (n * m) classes that represent every possible combination of abstractions and implementers. The source code of all solutions can be found in the web (http://sweng.csd.auth.gr/~apamp/material/patterns_code.rar).

4.3. Metric suite for assessing maintainability

For the purpose of our study we need to predict maintainability from code and design measurements. Therefore, we need to choose code/design metrics and a model to calculate maintainability from them. In [60] the authors present the results of a systematic review that deals with the metrics that can be used as predictors for software maintainability. In addition to that, the authors have ranked the studies that they have identified and suggested that the work of vanKoten and Gray [68] and Zhou and Leung [78] were the most solid ones [60].

In [68,78], the authors suggest that there are ten object-oriented metrics (see Table 1) that can be used as maintainability predictors. These metrics have been validated with several datasets and techniques such as Bayesian networks, regression trees and regression models, but each dataset indicated different metrics as the more influential with respect to maintainability. Thus, it was not possible for us to safely employ a regression model that would estimate the maintainability of a system. Consequently, we have investigated the effect of design patterns on the ten maintainability predictors and draw several conclusions assuming that all predictors are equally weighted.

According to [36,48] all metrics defined in Table 1 are inversely proportional to maintainability. Thus, the solution with the higher count of lower metric values is considered more maintainable.

4.4. Results

By taking into account the two major axes of change described in Section 4.2 and the metric definitions described in Section 4.3 we produced equations of metric scores as functions of functionality addition.

4.4.1. Literature solution

Concerning depth of inheritance, the Client and Abstraction class DIT = 0. For the (n) RefinedAbstractions DIT = 1. For the (nm) RefinedAbstractionNConcreteEmployeeM, DIT = 2.

$$\text{DIT}_{\text{bridge(lss)}} = \frac{n + 2nm}{n + m + nm + 2}$$

For the Abstraction class NOC = n. For each of the (n) classes that RefinedAbstractions, NOC = m. For all the other classes, NOC = 0.

$$\text{NOC}_{\text{bridge(lss)}} = \frac{n + nm}{n + m + nm + 2}$$

---

The Client class sends four messages to the Abstraction class (MPC = 4). The \( (n) \) RefinedAbstraction classes send one message (MPC = 1). The \( (nm) \) RefinedAbstractionNConcreteEmployeeM send two messages to a ConcreteImplementor class and one to the Abstraction class (MPC = 3). For all the other classes MPC = 0.

\[
\text{MPC}_{\text{bridge}} = \frac{4 + 3nm + n}{n + m + nm + 2}
\]

The Client class invokes two local methods and four remote methods (RFC = 6). The Abstraction class has five local methods (RFC = 5). The \( (n) \) classes that represent Refined Abstractions have four local methods and call one remote method (RFC = 5). The \( (nm) \) RefinedAbstractionNConcreteEmployeeM classes have three local methods and invoke three remote methods (RFC = 6). The \( (m) \) classes that represent ConcreteImplementors have \( (n + 1) \) local methods (RFC = \( n + 1 \)).
For the Client class, DAC = 1. For the Abstraction class, DAC = 1. For the Client class, SIZE2 = 3. For the Abstraction class, SIZE2 = 4. For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors, SIZE1 = 5. For the (m) classes that represent ConcreteImplementors, SIZE1 = n + 3.

\[
\text{RFC}_{\text{bridge}(\text{ls})} = \frac{n + 5 + 7n + m}{n + m + nm + 2}
\]

For the Client class, LCOM = 0. For the Abstraction class, LCOM = 9 + 1 = 8. For the (n) RefinedAbstraction classes LCOM is not defined. For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors, LCOM = 2 + 1 = 1. For the (m) classes that represent ConcreteImplementors, LCOM = 0.

\[
\text{LCOM}_{\text{bridge}(\text{ls})} = \frac{nm + 8}{m + nm + 2}
\]

For the Client class (DAC = 1). For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors (DAC = 1).

\[
\text{DAC}_{\text{bridge}(\text{ls})} = \frac{1 + nm}{n + m + nm + 2}
\]

For any method that does not involve any for, if, case, while, etc., statements CMethod = 1. For methods that employ only one for statement CMethod = 2. Any method that employs one cascaded if statement with m alternatives CMethod = m. For the Client class, CC = 3. For the Abstraction class, CC = 5. For the (n) classes that represent RefinedAbstractions, CC = 4. For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors, CC = 3. For the (m) classes that represent ConcreteImplementors, CC = n + 1.

\[
\text{WMPC}_{\text{bridge}(\text{ls})} = \frac{8 + 4n + 4mn + m}{n + m + nm + 2}
\]

The Client class holds two public methods: Abstraction holds 5, the (n) classes that represent the types of RefinedAbstraction hold 4, the (nm) classes which represent all the combinations between types of RefinedAbstractions and types of ConcreteImplementors, hold three and finally the (m) classes that represent the types of ConcreteImplementors hold (n + 1).

\[
\text{NOM}_{\text{bridge}(\text{ls})} = \frac{7 + 4n + 4mn + m}{n + m + nm + 2}
\]

For the Client class, SIZE1 = 10. For the Abstraction class, SIZE1 = 7. For the (n) classes that represent RefinedAbstraction, SIZE1 = 4. For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors, SIZE1 = 5. For the (m) classes that represent ConcreteImplementors, SIZE1 = n + 3.

\[
\text{SIZE1}_{\text{bridge}(\text{ls})} = \frac{17 + 4n + 6mn + 3m}{n + m + nm + 2}
\]

For the Client class, SIZE2 = 3. For the Abstraction class, SIZE2 = 6. For the (n) classes that represent RefinedAbstractions, SIZE2 = 4. For the (nm) classes that represent the combinations between types of RefinedAbstractions and types of ConcreteImplementors, SIZE2 = 4. For the (m) classes that represent ConcreteImplementors, SIZE2 = n + 2.

\[
\text{SIZE2}_{\text{bridge}(\text{ls})} = \frac{9 + 4n + 5mn + 2m}{n + m + nm + 2}
\]

4.4.2. Open source solution

For classes Client, Abstraction DIT = 0. For the n classes that represent RefinedAbstractions DIT = 1.

\[
\text{DIT}_{\text{bridge}(\text{oss})} = \frac{n}{n + 2}
\]

For the Abstraction class NOM = n. For all the other classes, NOC = 0.
The Client class sends four messages to the Abstraction class (MPC = 4). For the Abstraction class MPC = 0. The (n) RefinedAbstractions send one message to the Abstraction class (MPC = 1).

\[
\text{MPC}_{\text{bridge}}(\text{oss}) = \frac{n + 4}{n + 2}
\]

The Client class invokes two local methods and four remote methods (RFC = 6). The Abstraction class has five local methods (RFC = 5). The (n) RefinedAbstractions have three local methods and call one remote method (RFC = 4).

\[
\text{RFC}_{\text{bridge}}(\text{oss}) = \frac{11 + 4n}{n + 2}
\]

For the Client class, LCOM = 0 – 1 = 0. For the Abstraction class, LCOM = 8 – 2 = 6. For the (n) RefinedAbstractions LCOM is not defined.

\[
\text{LCOM}_{\text{bridge}}(\text{oss}) = 3
\]

For the Client class, DAC = 1. For all the other classes, DAC = 0.

\[
\text{DAC}_{\text{bridge}}(\text{oss}) = \frac{1}{n + 2}
\]

For any method that does not involve any for, if, case, while, etc., statements CCmethod = 1. For methods that employ only one for statement CCmethod = 2. For the Client class, CCClient = 3. For the Abstraction class, CCAbstraction = m + 4. For the n RefinedAbstractions, CCRefinedAbstraction = m + 2.

\[
\text{WMP}C_{\text{bridge}}(\text{oss}) = \frac{2n + nm + m + 7}{n + 2}
\]

The Client class holds two public methods; Administrator holds five and the (n) RefinedAbstractions hold 3.

\[
\text{NOM}_{\text{bridge}}(\text{oss}) = \frac{7 + 3n}{n + 2}
\]

For the Client class, SIZE1 = 10. For the Abstraction class, SIZE1 = 14 + m. For the (n) RefinedAbstractions, SIZE1 = 4 + m.

\[
\text{SIZE1}_{\text{bridge}}(\text{oss}) = \frac{24 + m + 4n + nm}{n + 2}
\]

For the Client class, SIZE2 = 3. For the Abstraction class, SIZE2 = 9. For the (n) RefinedAbstractions, SIZE2 = 3.

\[
\text{SIZE2}_{\text{bridge}}(\text{oss}) = \frac{12 + 3n}{n + 2}
\]

4.4.3. Design pattern solution

For classes Client, Abstraction and Implementor DIT = 0. For the n RefinedAbstractions and for the m ConcretelImplementors DIT = 1.

\[
\text{DIT}_{\text{bridge}}(\text{dps}) = \frac{n + m}{n + m + 3}
\]

For the Abstraction class NOC = n. For the Implementor, NOC = m.

\[
\text{NOC}_{\text{bridge}}(\text{dps}) = \frac{n + m}{n + m + 3}
\]

The Client class sends four messages to the Abstraction class (MPC = 4). The Abstraction class sends one message to the Implementor class (MPC = 1). For the Implementor class, MPC = 0. The (n) RefinedAbstractions send one message to the Abstraction class and one to the Implementor class (MPC = 2). The (m) ConcretelImplementors send one message to the Implementor class (MPC = 1).

\[
\text{MPC}_{\text{bridge}}(\text{dps}) = \frac{5 + 2n + m}{n + m + 3}
\]

The Client class invokes two local methods and four remote methods (RFC = 6). The Abstraction class has six local methods and one remote method (RFC = 7). The Implementor class has five local methods (RFC = 5). The (n) RefinedAbstractions have three local methods and call two remote methods (RFC = 5). The (m) ConcretelImplementors have five local methods and call one remote method (RFC = 6).

\[
\text{RF}C_{\text{bridge}}(\text{dps}) = \frac{18 + 5n + 6m}{n + m + 3}
\]

For the Client class, LCOM = 0 – 1 = 0. For the Abstraction class, LCOM = 13 – 2 = 11. For the (n) RefinedAbstractions and the Implementor class, LCOM is not defined. For the (m) ConcretelImplementors LCOM = 0.

\[
\text{LCOM}_{\text{bridge}}(\text{dps}) = \frac{11}{n + 2}
\]

For the Client class, DAC = 1. For the Abstraction class, DAC = 1. For all the other classes, DAC = 0.

\[
\text{DAC}_{\text{bridge}}(\text{dps}) = \frac{2}{n + m + 3}
\]

For any method that does not involve any for, if, case, while, etc., statements CCmethod = 1. For methods that employ only one for statement CCmethod = 2. For the Client class, CCClient = 3. For the Abstraction class, CCAbstraction = m + 4. For the Implementor class, CCAbstraction = m + 2. For the n RefinedAbstractions, CCRefinedAbstraction = m + 3. For the m ConcretelImplementors, CCRconcretelImplementor = m + 2.

\[
\text{WMP}C_{\text{bridge}}(\text{dps}) = \frac{11 + 3m + 3n + m^2}{n + m + 3}
\]

The Client class holds two public methods; Abstraction holds 6. Implementor holds (n + 2), the (n) RefinedAbstractions hold three and the (m) ConcretelImplementors hold (n + 2).

\[
\text{NOM}_{\text{bridge}}(\text{dps}) = \frac{4n + 10 + nm + 2m}{n + m + 3}
\]

For the Client class, SIZE1 = 10. For the Abstraction class, SIZE1 = 9. For the Implementor class, SIZE1 = m + 2. For the (n) RefinedAbstractions, SIZE1 = 3. For the (m) ConcretelImplementors, SIZE1 = m + 4.

\[
\text{SIZE1}_{\text{bridge}}(\text{dps}) = \frac{21 + m + 3n + m(m + 4)}{n + m + 3}
\]

For the Client class, SIZE2 = 3. For the Abstraction class, SIZE2 = 8. For the Implementor class, SIZE2 = m + 2. For the (n) RefinedAbstractions, SIZE2 = 3. For the (m) ConcretelImplementors, SIZE2 = m + 3.

\[
\text{SIZE2}_{\text{bridge}}(\text{dps}) = \frac{13 + m + 3n + m(m + 3)}{n + m + 3}
\]

In Table 2, we summarize the metrics scores for each solution, whereas in Table 3, we summarize the identified cut-off points where a design solution is getting better than another. The cut-off points are calculated by subtracting the function of solution S2 from the function of solution S1. The extracted formula is compared to zero, in (n) and (m) ranges that the value of the function is less than zero S2 has a higher metric score than S1.

5. Discussion

This section discusses our analytical methodology and the findings of our work concerning the research questions stated in
Section 4. The results that are presented in this paper can be used in various ways. First of all, the mathematical formulas that have been extracted can be used for goal driven decision making. Our study suggests that if a designer is about to apply a pattern, he/she should firstly estimate the number of classes that his system will probably use, then should select the quality attributes that he is most interested in and then select the most fitting design according to the thresholds described in the paper, i.e. he can opt for the design pattern solution or a personalized solution.

In order for the results of the research to have more practical effects and help practitioners that struggle with close deadlines, we have created a decision support tool, called DesignPAD (DESIGN Pattern ADVisior) that aids the developer to choose between the design pattern and the personalized design solution. At this point, the tool provides assistance on decisions concerning the employment of three patterns (Bridge, Factory and Visitor) and several quality attributes. The input of the tool is the pattern under consideration, the estimated system size (either a single number or a range of values) and the goals of the design team with respect to quality attributes. The system based on the results of the study, suggests the most fitting design according to the development team needs. Thus, the tool simulates all the steps of the proposed methodology, for the three patterns and the six alternative designs. Consequently, the developer does not have to deal with complicated mathematical formulas or inequality solving. The tool is available on the web. Screenshots of the tool can be found in Figs. 4–6. In Fig. 4, we see the main screen of the tool where the user can select the pattern he/she wants to investigate. In Fig. 5, the form from where the user selects the metrics he/she is interested in and defines the (n) and (m) for the system is presented. Finally, Fig. 6 depicts the way the results are presented. The first table displays the average metric score for each alternative in the given range of (n) and (m). The second table counts how many times each design alternative produces “best”, “medium” and “worse” results.

The results of applying the proposed methodology on three GoF design patterns, are in accordance to the results of the controlled experiments in [51,69], where the authors suggested that patterns are not universally good or bad. Furthermore, an additional factor, i.e. pattern size, other than developers’ prior experience with patterns has been highlighted. The results suggested that certain pattern instances (w.r.t. pattern size) cannot produce the best solutions concerning several quality attributes independently of the prior knowledge and expertise of the developer. Thus, even if a pattern fits a certain design problem, the size of the pattern should be taken into account, before applying the pattern.

Concerning the applicability of the methodology to the rest of the design patterns, we believe that the proposed method can be applied to the majority of the rest design patterns. One limitation of the method is the existence of alternative design solutions to design patterns. If the design pattern under consideration has not been linked to any design alternative, the method cannot be applied because there is no set of designs to compare. Another limitation is the existence of axes of change other than “add methods and attributes to any class that participates in the pattern”. For this reason the method cannot be applied to patterns that do not involve class hierarchies and client classes, e.g. Singleton. Furthermore, our method might not produce distinguishing results for patterns that can be extended only by adding pattern clients, e.g. Adapter and to patterns that do not seem to have significant effects on software structural quality, e.g. Facade.

Additionally, the method can be applied to any set of metrics or qualitative quality models. Similarly, the method can be applied to any kind of pattern or microstructure, other than the GoF, under the constraint that the pattern produces some kind of code that can be quantitatively evaluated. For example, the application of the method is feasible on architectural patterns. In [44], the authors evaluate the use of the Registry pattern, i.e. an architectural pattern, by comparing it to a simple OO implementation and with an AOP implementation. Since all design alternatives share some common metric scores, our method can be used in order to formulate the metric scores during all systems’ extension.

5.1. Design patterns and maintainability

From the results of Table 2 and A.ampatoglou et al. / Information and Software Technology 54 (2012) 331–346
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a design pattern produce more maintainable code than a simpler solution?" According to the above results there are several factors that the designer has to consider, such as pattern size and the most important quality attributes.
In this section, we describe five scenarios, present the results of the DesignPAD tool, and discuss the results. The scenarios are summarized in Table 4. The scenarios have been created randomly and the five imaginary case studies aim at the demonstration of the methodology. The results of applying our methodology on the aforementioned scenarios are presented in Table 5. As mentioned in the methodology, a solution is considered better than the other two if achieves minimum values for the majority of the predictor metrics.

From the results of the Table 5 we observe that in three cases the pattern solution provides a more maintainable design, but there are cases, e.g. scenario [a] and [b], where the pattern is not the optimal solution.

Concluding, the results are in accordance with the controlled experiments in [59,69], where the authors suggest that there is no general answer about the effect of patterns on maintainability. Moreover, our results agree with [38] concerning the decoupling that Abstract Factory offers and additionally highlights the thresholds that concern cohesion and message passing metrics. Furthermore, concerning the Bridge pattern, the results on inheritance metrics that are described in [39] cannot be directly compared to those of our study, because in [39] the author has extended the system w.r.t. only one axis of change. However, both studies agree that there are certain cut off points w.r.t. inheritance metrics. Finally, our study has identified further thresholds concerning eight additional metrics than [39].

5.2. Design patterns and structural quality

This section of the paper discusses the findings of our study concerning RQ3, i.e. the effect of the bridge design pattern on structural quality of a system [19,20]. The results of this case study are presented in AUTH/SWENG/TR-2011-10-01. A graphical overview of the results is presented in Figs. 7 and 8. Each graph depicts three scatter plots in a 3D space. For each scatter plot, the x-axis represents the n values, the z-axis the m values, whereas the y-axis represents the corresponding metric score. Each scatter plot represents one design solution. The range of the n and m variables has been set to be [2,40], considering that hierarchies of more than 40 subclasses have low probability to appear in real projects. The results concerning the CF [15] variable are shown in Fig. 7. Additionally, results on the LCOM metric are presented in Fig. 8.

The mathematical statements that are presented in AUTH/SWENG/TR-2011-10-01 can be used for comparing specific instances of designs but they cannot answer questions such as, “Which design produces higher cohesion between methods?” For this reason a set of paired sample t-tests has been performed over the abovementioned dataset. The paired-sample t-test will suggest whether the mean value of the metric scores of one design is statistically significantly higher or lower than another’s. Table 6, presents the mean values of each metric score for all three design solutions. In addition to that, Table 7 presents the statistical signif-
In the case of the pattern \((n)\) represents the number of concrete products (ConcreteProduct1, ConcreteProduct2, \ldots) and \((m)\) represents the subcategories of each ConcreteProduct (ConcreteProduct11, ConcreteProduct12, \ldots). In the literature solution \([63]\) \((m)\) corresponds to the number of doAction methods and \((n)\) is represented by the cascaded if statement within each doAction method. Concerning the open source solution, \((n)\) represents the number of concrete products and \((m)\) represents the number of doAction methods. For more details see AUTH/SWENG/TR-2011-10-01.

5.3. Design patterns and design quality

In AUTH/SWENG/TR-2011-10-01 we present several inequalities that suggest which of the three designs under study (i.e. Abstract Factory, Visitor and Bridge) is more beneficial w.r.t. each quality attribute. In this section we attempt to interpret and discuss why this design is better, and what this fact may imply. Concerning size (DSC metric), in two out of three patterns the literature simple solution produces the smallest design, with respect to number of classes. This happens because in these patterns, several responsibilities are merged in one class, rather than decomposing them to several classes. Of course, such decisions have several trade-offs concerning cohesion and complexity attributes.

Similarly, the low number of classes that is employed in LSS has effect on hierarchies (NOH metric) and abstraction (ANA metric) of the design. On the contrary, we observe that DPS always offers the system the highest amount of hierarchies, which is expected to lead to enhanced extendibility. The encapsulation attribute (DAM metric) is equal in every design since all solutions follow the basic rule of object-oriented programming which suggests that every attribute of a class should be declared as private or protected.

With respect to the cohesion (CAM metric) of the systems, we observe that LSS are more prone to lack of cohesion, since they never produce a “best” design in this field. On the contrary, professional programmers and design patterns seem to spread the functionality of the system among the classes, which leads to better responsibility assignment and thus better cohesion among classes.

Similarly, concerning coupling (DCC metric and MOA metric) LSS appear to lag. The limited use of inheritance in LSS design leads to an increase in the ratio of the use of stronger associations, such as aggregation or composition. Considering PPS and DPS, the results appear divided, with some cut-off points where one solution becomes better than the other.

Additionally, we would expect that DPS would produce “best” results concerning inheritance for the majority of the patterns, but it is observed that the results are divided. A possible explanation is that patterns make extensive use of pure virtual methods, consequently they do not inherit many methods from their super-classes but they override them. However, when a designer chooses to employ an Abstract Factory rather than the simple solution the higher possible gain from inheritance use is benefited.
Furthermore, concerning polymorphism (NOP metric) the LSS design produces the worst results due to the lack of inheritance. This fact obliged the developers to implement the dynamic behavior that is suggested by the requirements, through “cased if” and “switch” statements which increase the complexity of the systems.

Finally, professional programmers seem to use the lowest amount of methods (CIS metric), which leads to a small interface size and low complexity (NOM metric). On the contrary, design patterns and LSS employ larger class interfaces, which enhance messaging between classes, but as a side effect the complexity of the design increases.

Next, we describe six design scenarios, we present the results of the DesignPAD tool and we discuss them. The scenarios have been created randomly and the six imaginary case studies aim at the demonstration of the methodology. The results of applying our methodology on the aforementioned scenarios are presented in Table 9. A solution is considered better than the other two if it achieves maximum values for the majority of the design quality attributes.

From the results of Table 9 we observe that in two cases, i.e. [b] and [e] the pattern solution provides the design of best quality. Additionally, in cases [a] and [c], the pattern also leads the ranking of the designs, but this result is marginal. In case [f] all solutions are considered of equal quality. Finally, in scenario [d] we observe that the LSS solution produces a marginally better result than the other designs. In the cases when all solutions produce an equal count of best attributes, or one solution is marginally better than the others, the developer should consider the trade-offs that every solution offers.

Concluding, the results are in accordance with the controlled experiments in [58,69], where the authors suggest that patterns are not universally good or bad. However, we observe that the use of a pattern is most commonly producing the more extendible designs. This means that design pattern solutions should be preferred for systems that are intended to be heavily reused and/or maintained. This is definitely an advantage of design patterns. On the other hand, in every case considered the pattern has never been suggested to be the most understandable solution. The results on other design attributes are divided.

6. Threats to validity

This section of the paper discusses possible threats to the validity of the paper. Firstly, even though the analytical method employed in the metric comparison ensures the accuracy of the procedure, the results on three design patterns cannot be generalized to the rest of the 23 design patterns that are described in [31], or any other type of design pattern. Another threat to the validity of the study is the fact that we have considered only two adhoc solutions. We have tried to adopt alternative solutions that have already been proposed and studied and that represent reasonable design decisions; however, there may be room for further alternative solutions to be examined. Thus, the results cannot be generalized to any other alternative design solution. Additionally, the study has not investigated possible interactions between patterns as mentioned in [55]. It is expected that each pattern coupling type demands different manipulation. Furthermore, the results of the case studies cannot be generalized to pattern variations. In such
cases, the pattern implementation will usually not exactly follow the diagram in the GoF book. Hence, the metric calculations will change. Thus the cut-off points extracted from our analysis are accurate only for patterns in their standard form. Moreover, the assumption that using already existing classes in pattern instances produces uniform effects on the quality of all design alternatives, needs to be investigated. Finally, the user of the method should also keep in mind the limitations of the set of metrics and/or quality models that he/she has used to associate design solutions to quality characteristics.

7. Future work

Thus, future work includes a replication of the research with a wider variety of patterns and design alternatives. Additionally, we plan to replicate the methodology by using a quality model that uses code metrics and extends the systems with more ways as described in [56]. Moreover, future work plans also involve the conversion of the DesignPAD tool into an Eclipse plug-in that will automatically receive size information from an already implemented pattern or alternative solution and confirm the correctness of the design solution, or suggest the best solution, with respect to specific design quality attributes. Furthermore we plan to expand our tool so as to support additional design patterns. Finally, we plan to investigate the possibility of employing the methodology of this study in design patterns that have not been referenced to be implemented with alternative solutions or others that aim at implementing a functional requirement.

8. Conclusions

Concluding, this paper suggested a methodology for exploring designs where design patterns have been implemented, through the mathematical formulation of the relation between design pattern characteristics and well known metrics, and the identification of thresholds for which one design becomes more preferable than another. This approach can assist goal oriented decision making, since it is expected that every design problem demands a specific solution, according to its special needs with respect to quality and its expected size. Our methodology has been used for comparing the quality of systems with and without patterns during their maintenance. Thus, three examples that employ design patterns have been developed, accompanied by alternative designs that solve the same problem. All systems have been extended with respect to their most common axes of change and eleven metric scores have been calculated as functions of extended functionality.

The results of the analysis have identified eight cut-off points concerning the Bridge pattern, three cut-off points concerning Abstract Factory and 29 cut-off points concerning Visitor. In addition to that, a tool that calculates the metric scores has been developed. The tool has been used so as to investigate several random scenarios that suggested that in most cases the pattern solution provides the most extendible design. However, this conclusion cannot be generalized for all patterns, quality attributes or pattern sizes. Thus, multi-criteria decision analysis is necessary, which will weight the importance of each quality attribute according to the designer’s experience and provide a non-biased suggestion on the most fitting design decision.
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